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Location-Based Mobile Services (LBMS) is rapidly gaining ground and becoming increasingly popular, because of the variety of efficient and personalized services it offers. However, if users are not guaranteed their privacy and there is no assurance of genuineness of server's response, the use of these services would be rendered useless and could deter its growth in mobile computing. This paper aims to provide confidentiality and integrity for communication that occurs between users and location service providers. A practical system that guarantees a user's privacy and integrity of server's response, using a cryptographic scheme with no trusted intermediary, is provided. This scheme also employs the use of symmetric and asymmetric encryption algorithms to ensure secure message and key transfer. In order to overcome the problem of computational complexities with these algorithms, AES-256 is used to encrypt the message and user's location. Several researches have been done in this category but there is still no system that checks the integrity of server's response. The proposed scheme is resistant to a range of susceptible attacks, because it provides a detailed security analysis and, when compared with related work, shows that it can actually guarantee privacy and integrity with faster average response time and higher throughput in LBMS.
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1. Introduction

Location-Based Mobile Service (LBMS) has become one of the most widely used mobile applications because of the high demand in the use of mobile phones (Yoon et al. [1], Kasamani and Gikundi [2]). The future gets closer to us with location-based services (LBS) taking into account location information of the user, available anywhere and anytime. Location is a basic factor that determines the means by which people interact and get things done in their environment.

Location based services, as defined by Schiller and Voisard [3], are "services that integrate a mobile device's location or position with other information so as to provide added value to a user". In a broad perspective, Xu and Gupta [4], described LBMS as network-based services with the aim of providing added value to the user by using mobile user's location with other information. The delivery mechanisms used for LBMS include mobile internet, mobile applications, Short Message Service (SMS) text messaging, Multimedia Messaging Service (MMS), services using GPS, indoor location services, digital out-of-home, digital signage, print media and television (Khan and Light [5]). Location privacy is of outmost importance since location service providers use clients' location information to offer them convenient and useful services. However, if users of such services are not assured that their privacy is guaranteed and will not be breached, they may opt-out of such service or even oppose its implementation (Popa et al. [6], Eckhoff and Wagner [7]). A lot of research has been conducted concerning how to enjoy location-based services while protecting the location privacy of the mobile users (Memon [8], Kim [9],...
2. Literature Review

2.1. Overview of Cryptographic Methods

Cryptography is a very strong tool for protecting data and information transfer. Cryptography forms the backbone of encryption and decryption processes. Cryptography is divided into three branches: asymmetric, symmetric, and hashing schemes. All these branches entail encryption and decryption processes. Encryption is a cryptographic method that converts information from a plain text (readable) into unintelligible (non-readable) form, to avoid access by unauthorized entities. Encryption assures integrity, authenticity, privacy, access control and so on (Pradhan and Sharma [19]).

Symmetric cryptographic schemes are also called single-key, secret-key, symmetric key schemes because a single key is used for both encryption and decryption processes. Symmetric schemes are generally faster, compared to asymmetric keys, and are used to establish session keys since it involves only one key (Paar and Pelzl, [20]). The only challenge posed by symmetric schemes is the difficulty in having a secure key management that involves a large number of users. Examples of some symmetric schemes are DES, AES, MARS, Serpent, Twofish, Blowfish and RC6 etc.

Introducing a combined concept of location privacy, message authentication and integrity of a server results in using cryptographic approaches to develop a Location-Based Client-Server service satisfying the aforementioned requirements, which is the main motivation for our research. In this paper, the design of Location-Based Service for enhancing Privacy and Integrity (LBS PI) is presented. The designed location-based application for mobile users does not require a trusted third party and guarantees location privacy protection of users while maintaining practical functionality and benefits of such services. This paper also provides self-verifiable information by the LBS server.

2.2. RSA Cryptosystems

RSA is one of the first practical public-key cryptosystems and it is widely used to secure data transmission. RSA stands for Ron Rivest, Adi Shamir and Leonard Adleman (Rivest-Shamir-Adleman) who were the first researchers to propose the scheme in 1977 and it is based on a one-way function of integer factorization scheme.

RSA consists of three fundamental phases: key generation phase, encryption phase and decryption phase. The key generation phase is where the public/private key pair (e, d) of each user is generated, with (e, d) computed in modulus n and used to encrypt and decrypt data as required. The security of RSA relies on the difficulty of solving the integer factorization problem, i.e., given n and e, it is difficult to compute d if prime integers P and Q are extremely large. RSA uses the longest key length, as compared to discrete logarithm and Elliptic curve cryptosystems. Since they require arithmetic with very long operands and keys, this implies that the longer the operands and keys, the more secure the algorithms become.

Thus, the main use of the encryption feature in a public-key algorithm like RSA is to securely perform key exchange for a symmetric cipher. In a practical sense, RSA is often used together with a symmetric cipher like AES, where the latter does the key transport, while the symmetric cipher does the actual bulk data encryption. It is important to note that the Euler's phi function plays an important role in the RSA cryptosystem. Just like with the RSA scheme, the security of RSA Digital Signature Scheme also relies on integer factorization.

2.3. Euler's Phi Function

The Euler's phi function is a very useful tool in asymmetric ciphers, specifically for RSA. Given a set of integers as in (1):

\[ Z = \{0, 1, ..., n - 1\} \]  

Euler's phi function is defined as "the number of integers in Z, relatively prime to n" and is denoted by \( \phi(n) \). However, computing Euler's phi function for a large number is not a thorough method for large numbers in asymmetric ciphers. A better approach is factoring n, given in (2).

Let k have the following canonical factorization:

\[ k = P_1^{e_1} P_2^{e_2} ... P_s^{e_s} \]  

where the \( P_i \) are distinct prime numbers and \( e_i \) are positive integers, then,

\[ \phi(k) = \prod_{i=1}^{s} (P_i - 1) \]  

2.4. RSA Signature Scheme

The RSA signature scheme is based on RSA encryption and has become the most popular digital signature scheme amidst its contemporaries. Its security is based on integer factorization. Just as the handwritten signature is used to authenticate the sender of a message, the digital signature is used for the similar purpose, but offers more functions as an encryption method. It offers security protection for digital transactions. The private key is used to append signature on a document by the sender of the message, while the corresponding public key is used by the recipient of the message to verify the signature in order to check if the message is from the right source.

2.5. Advanced Encryption Standard (AES-256)

AES-256, a standard secret-key encryption algorithm, was employed in this paper to encrypt the actual message and location coordinates before transmission to the receiver, because it is generally designed to be highly resistant to a cryptanalysis attack. AES-256 uses the largest key size out of the three different versions available (i.e., AES-128, AES-192 and AES-256) and has been chosen for implementation since it is more secure than the other two versions. However, any other symmetric encryption or hashing algorithm can be used as security of the proposed scheme, as it does not totally depend on the secret-key algorithm employed.

2.6. Related Work

Sweeney [21] introduced k-anonymity as a property by which a user is indistinguishable from other (k−1) users, if attempts are made to
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2.3. Euler's Phi Function

The Euler's phi function is a very useful tool in asymmetric ciphers, specifically for RSA. Given a set of integers as in (1):
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Euler's phi function is defined as "the number of integers in Z_n relatively prime to n is denoted by \( \phi(n) \)." However, computing Euler's phi function for a large number is not a thorough method for large numbers in asymmetric ciphers. A better approach is factoring n, given in (2).
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2.4. RSA Signature Scheme

The RSA signature scheme is based on RSA encryption and has become the most popular digital signature scheme amidst its contemporaries. Its security is based on integer factorization. Just as the handwritten signature is used to authenticate the sender of a message, the digital signature is used for the similar purpose, but offers more functions as an encryption method. It offers security protection for digital transactions. The private key is used to append signature on a document by the sender of the message, while the corresponding public key is used by the recipient of the message to verify the signature in order to check if the message is from the right source.

2.5. Advanced Encryption Standard (AES-256)

AES-256, a standard secret-key encryption algorithm, was employed in this paper to encrypt the actual message and location coordinates before transmission to the receiver, because it is generally designed to be highly resistant to a cryptanalysis attack. AES-256 uses the largest key size out of the three different versions available (i.e., AES-128, AES-192 and AES-256) and has been chosen for implementation since it is more secure than the other two versions. However, any other symmetric encryption or hashing algorithm can be used as security of the proposed scheme, as it does not totally depend on the secret-key algorithm employed.

2.6. Related Work

Sweeney [21] introduced k-anonymity as a property by which a user is indistinguishable from other (k-1) users, if attempts are made to...
identify a user. This forms the basis on which popular cloaking techniques are built. The major limitation is that k-anonymity is not efficient in a sparse populated area because it can reveal a user's location. Queries from multiple users are aggregated at the anonymity server which serves as an intermediary between the client and the server (often referred to as trusted third party). Grusset & Grunwald [22] developed a system model that protects identity and privacy of users. It consists of a trusted party server called anonymizer, placed as an intermediary between the client and the server.

The anonymizer expands the exact user's location into a cloaked region so that it contains the exact user location and other (k-1) users. This way, the server cannot distinguish the exact user from other (k-1) users. The anonymizer refines the candidate set and sends the actual result to the user. This procedure incurs a low communication cost between client and anonymizer, but shows several disadvantages. First, the anonymizer becomes a performance bottleneck because it needs to serve all its subscribed users and also maintain accurate records of their location. Second, the anonymizer is prone to collusion from malicious users since it represents the central point of attack. Thirdly, there are no integrity checks if the server has actually returned the correct client queries. Lastly, it is limited to privacy guarantees in areas of dense population and distribution of users.

Ghinita et al. [23] developed a location privacy model which runs on a client-server architecture. The client uses PIR to encode the plaintext message into an "incomprehensible" query. Then the server computes the encoded result blindly. The client derives the actual result from the encoded result sent by the server. This work is built on the computational PIR (cPIR) protocol introduced in Kushilevitz and Ostrovsky [15], where clients make use of PIR to query an LBS provider for nearby points of interest (POI) and which allows the client to retrieve a small fraction of the LBS database that is cost effective. The system ensures message confidentiality, but no identity and location privacy guarantees. Also, the scheme is not self-verifiable (no integrity guarantees).

This approach [ibid.] was extended in Ghinita [25], where a user location is hidden inside a cloaked region and the PIR protocol is run between the client and the LBS provider in order to disclose an optimally small number of POI for database protection and also to reduce storage requirements on the user's mobile device. Such a method provides strong location and identity privacy guarantees since the server is blinded and the weakest trust assumptions. Additionally, a message is kept confidential from the passive attacker but it is very complex applying PIR protocols to LBS privacy because it entails finding effective methods of transforming LBS queries that are content-based to PIR protocols that are index-based.

Similar to Ghinita's [25] research is the work by Olu-mofin et al. [15] who developed a hybrid scheme that can achieve efficient query privacy for location based services and is a trusted party free, algorithm that achieves a good compromise between user location privacy and computational efficiency. Both cloaking technique and PIR protocol have been combined to complement each other, thus guaranteeing strong location privacy, flexibility and scalability. The technique achieves strong location privacy in the sense that a user determines his or her privacy level, forms a cloaking region around his location and the area of interest, and uses the PIR protocol to query the database. An extension of PIR was used, i.e., the Symmetric PIR (sPIR), which establishes database secrecy by ensuring that no information other than what is relevant to the current location is unveiled to the querying user, thereby guaranteeing a stronger privacy protection to the server in the presence of a malicious client or attacker. The use of an anonymizing network has not been supported because protecting a user's location is superior to hiding the user identity, since an attacker can identify a user that has made a query from a certain geographical location. The major problem with this approach is a low LBS server efficiency, since the size of the cloaking region and its boundaries are controlled by the user and not by the server. Secondly, the size of the cloaking region should not be too small or too large in the sense that a small cloaking region implies that privacy can be easily breached while the larger region size makes the given data set too large for a client's end more complex which can impair the performance. The same problem encountered in Ghinita [25] when applying the PIR protocol to location-based service content is very challenging. However, Ghinita's [25] work employed the computational PIR protocol, while Olu-mofin et al. [15] used a higher version of the PIR protocol (i.e. the symmetric PIR), which ensures database secrecy from abusive clients. In a different perspective, Popa et al. [26] built a practical system called Vehicular Privacy (VPriv) that performs computational functions on paths travelled by drivers while preserving their identity. Its aim is to combine different cryptographic notions with engineering efforts to design new schemes and systems that are secure and practical. The use of cryptographic tools makes it difficult, if not impossible, for an attacker to decode the encrypted message. The drawbacks are: modern cryptographic protocols used are computationally intensive and the system is expensive to implement. Second-ly, all clients that provide data must be online at the same time which makes it impractical in a very large population setting. Thirdly, the system lacks location privacy, which makes it vulnerable to side information attacks and lastly, the system does not guarantee integrity checks against a malicious server.

To combat location privacy problems such as side information attacks encountered in VPriv, Popa et al. [17] have built a practical system called Privacy Statistics (PrivStats) that performs overall statistical computation of paths travelled by drivers while preserving their location and identity privacy and has the application verifying whether drivers provide valid data. The approach used is based on standard cryptographic techniques, i.e., RSA technique and theoretical protocols are transformed and implemented on mobile devices and moving towards an identity preserving system. It guarantees stronger privacy in the face of side information and provides protection against abusive clients by allowing them to upload not more than the required tuples to the server without a trusted party. Secondly, it is efficient on server and client sides and does not require all users to be online at the same time for it to work effectively. The major drawbacks are: the addition of noise and junk records as a means to ensure data privacy can impair the performance, consume storage and incur processing cost on the client's mobile device. Additionally, the anonymizing network can degrade the quality of service. Lastly, the system is not self-verifiable (there are no integrity guarantees).

Recently, Pan et al. [27] proposed a new increase cloaking algorithm called ICliqueCloak, for defence against location dependent attacks. The authors combined two privacy metrics: location k-anonymity which protects user identity, but cannot protect location disclosure; and cloaking granularity which protects location disclosure, but cannot protect user identity. Both metrics employed serve as a complement to each other. Also, ICliqueCloak was designed to protect privacy against location-dependent attacks when users' locations are continuously updated as they move (unlinkability), as compared to existing k-anonymity location cloaking algorithms (Gong et al. [28]) that are concerned with snapshot user location only (location privacy) and cannot combat attacks when users are in continuous movement. Since the system is designed to handle multiple users, a trusted anonymizing proxy is needed to provide spatial and temporal cloaking functions. This point in the location cloaking algorithms is very susceptible to attack if the anonymizing proxy is compromised and the anonymization cost is slightly increased. In ICliqueCloak, users cannot issue new request until the previous request has been serviced. In simple terms, users can issue more than a query at a time, which can degrade performance as a tradeoff for privacy. Li and Jung [29] proposed a fine-grained Privacy-preserving Location Query Protocol (PLQP) that enables users to obtain location information about other users without violating privacy (e.g. searching the proximity of a user's location from a querying user). The protocol comprises of many mobile users, but peers in the system are untrusted. The scheme preserves privacy by means of encrypting location information and it also guarantees access control (i.e., controls the rate at which users can learn about each other's location information). But the latter part is not within the scope of this work. Also, integrity checks are outside the scope of this work since it is not a client-server architecture.

As an improvement on the work of Ghinita [25] and Dumofin et al. [15], Paulet et al. [30] proposed a protocol for location based services by introducing two stage approaches based on Oblivious Transfer Protocol and Private Infor-
identify a user. This forms the basis on which popular cloaking techniques are built. The major limitation is that k-anonymity is not efficient in a sparse populated area because it can reveal a user's location. Queries from multiple users are aggregated at the anonymity server which serves as an intermediary between the client and the server (often referred to as trusted third party).

Grusslet & Grunwald [22] developed a system model that protects identity and privacy of users. It consists of a trusted party server called anonymizer, placed as an intermediary between the client and the server.

The anonymizer expands the exact user's location into a cloaked region so that it contains the exact user location and other (k-1) users. This way, the server cannot distinguish the exact user from other (k-1) users. The anonymizer refines the candidate set and sends the actual result to the user. This procedure incurs a low communication cost between client and anonymizer, but shows several disadvantages. First, the anonymizer becomes a performance bottleneck because it needs to serve all its subscribed users and also maintain accurate records of their location. Secondly, the anonymizer is prone to collusion from malicious users since it represents the central point of attack. Thirdly, there are no integrity checks if the server has actually returned the correct client queries. Lastly, it is limited to privacy guarantees in areas of dense population and distribution of users.

Ghinita et al. [23] developed a location privacy model which runs on a client-server architecture. The client uses PIR to encode the plaintext message into an “incomprehensible” query. Then the server computes the encoded result blindly. The client derives the actual result from the encoded result sent by the server. This work is built on the computational PIR (cPIR) protocol introduced in Kushilevitz and Ostrovsky [24], where clients make use of PIR to query an LBS provider for nearby points of interest (POI) and which allows the client to retrieve a small fraction of the LBS database that is cost effective. The system ensures message confidentiality, but no identity and location privacy guarantees. Also, the scheme is not self-verifiable (no integrity guarantees).

This approach [ibid.] was extended in Ghinita [25], where a user location is hidden inside a cloaked region and the PIR protocol is run between the client and the LBS provider in order to disclose an optimally small number of POI for database protection and also to reduce storage requirements on the user’s mobile device. Such a method provides strong location and identity privacy guarantees since the server is blinded and the weakest trust assumptions. Additionally, a message is kept confidential from the passive attacker but it is very complex applying PIR protocols to LBS privacy because it entails finding effective ways of transforming LBS queries that are content-based to PIR protocols that are index-based.

Similar to Ghinita's [25] research is the work by Olomofin et al. [15] who developed a hybrid scheme that can achieve efficient query privacy for location based services and is a trusted party free, algorithm that achieves good compromise between user location privacy and computational efficiency. Both cloaking technique and PIR protocol have been combined to complement each other, thus guaranteeing strong location privacy, privacy, and identity privacy. This technique achieves strong location privacy in the sense that a user determines his or her privacy level, forms a cloaking region around his location and the area of interest, and uses the PIR protocol to query the database. An extension of PIR was used, i.e., the Symmetric PIR (sPIR), which establishes database secrecy by assuring that no information other than what is relevant to the current location is unveiled to the querying user, thereby guaranteeing stronger privacy protection to the server in the presence of a malicious client or attacker. The use of an anonymizing network has not been supported because protecting a user's location is superior to hiding the user identity, since an attacker can identify a user that has made a query from a certain geographical location. The major problem with this approach is a low LBS server efficiency, since the size of the cloaking region and its boundaries are controlled by the user and not by the server. Secondly, the size of the cloaking region should not be too small or too large in the sense that a small cloaking region implies that privacy can be easily breached while the larger region size makes the given dataset too complex for the client’s end more complex which can impair the performance. The same problem encountered in Ghinita [25] when applying the PIR protocol to location-based service content is very challenging. However, Ghinita's [25] work employed the computational PIR protocol, while Olomofin et al. [15] used a higher version of the PIR protocol (i.e., the symmetric PIR), which ensures database secrecy from abusive clients.

In a different perspective, Popa et al. [26] built a practical system called Vehicular Privacy (VPriv) that performs computational functions over paths travelled by drivers while preserving their identity. Its aim is to combine different cryptographic notions with engineering efforts to design new schemes and systems that are secure and practical. The use of cryptographic tools makes it difficult, if not impossible, for an attacker to decode the encoded message. The drawbacks are: modern cryptographic protocols used are computationally intensive and the system is expensive to implement. Secondly, all clients that provide data must be online at the same time which makes it impractical in a very large population setting. Thirdly, the system lacks location privacy, which makes it vulnerable to side information attacks and lastly, the system does not guarantee integrity checks against a malicious server.

To combat location privacy problems such as side information attacks encountered in VPriv, Popa et al. [17] have built a practical system called Privacy Status (PrivStat) that performs overall statistical computation of paths travelled by drivers while preserving their location and identity privacy and has the application verifying whether drivers provide valid data. The approach used is based on standard cryptographic techniques, i.e., RSA technique and theoretical protocols are transformed and implemented on mobile devices and moving computing. It guarantees stronger privacy in the face of side information and provides protection against abusive clients by allowing them to upload not more than the required tuples to the server without a trusted party. Secondly, it is efficient on resource constrained devices and does not require all users to be online at the same time for it to work effectively. The major drawbacks are: the addition of noise and junk records as a means to obfuscate data. Paulet et al. [30] proposed a protocol for location based services in which protects location disclosure, but cannot protect user identity. Both metrics employed serve as a complement to each other. Also, ICliqueCloak was designed to protect privacy against location-dependent attacks when users’ locations are continuously updated as they move (unlinkability), as compared to existing k-anonymity location cloaking algorithms (Gong et al. [28]) that are concerned with snapshot user location only (location privacy), and cannot combat attacks when users are in continuous movement. Since the system is designed to handle multiple users, a trusted anonymizing proxy is needed to provide spatial and temporal cloaking functions. Thirdly, the system is vulnerable because it is very likely susceptible to attack if the anonymizing proxy is compromised and the anonymization cost is slightly increased. In ICliqueCloak, users cannot issue new request until the previous request has been serviced. In other words, users cannot issue more than a query at a time, which can degrade performance as a tradeoff for privacy.

Li and Jung [29] proposed a fine-grained Privacy-preserving Location Query Protocol (PLQP) that enables users to obtain location information about other users without violating privacy (e.g., searching the proximity of a user’s location from a querying user). The protocol comprises of many mobile users, but peers in the system are untrusted. The scheme preserves privacy by means of encrypting location information and it also guarantees access control (i.e., controls the rate at which users can learn about each other’s location information). But the latter part is not within the scope of this work. Also, integrity checks are outside the scope of this work since it is not a client-server architecture.

As an improvement on the work of Ghinita [25] and Dumoff et al. [16], Parool et al. [30] proposed a protocol for location based services by introducing two stage approaches based on Oblivious Transfer Protocol and Private Infor-
mation Retrieval, to ensure privacy guarantees for both server and user. The system comprises a set of users, a mobile service provider and a location server. From the user's viewpoint, the mobile service provider and the location server are seen as a single server. From the server's viewpoint, the location server owns a set of POI records where each record describes the location given both GPS coordinates \((x, y)\) and location description, while the service provider establishes the communication between the location server and the user and is not made to collude and reveal information about the user to the location server. The major edge this approach has over the previous work is that it provides stronger privacy guarantees for both clients and the server, and is more effective in terms of computation and communication overhead. There are also a number of disadvantages. Firstly, the addition of dummies to user's records can distort data, thereby impairing performance. Secondly, it is very complex to convert PIR protocols that are index-based to location-based queries that are content based. Since the server is blinded and a user's location is in a cloaked region, the response to user queries may not be accurate (as there are no integrity checks).

Shokri et al. [31] proposed a user-collaborative privacy-preserving model (MobiCrowd) for location services that does not rely on a centralized party, but instead trust is distributed among mobile peers that form a network to achieve privacy. So, its performance depends on the network characteristics (e.g., time-dependent mobility), not just on what an individual device does. MobiCrowd employs the technique of hiding users (identity privacy guarantees) from the server while still allowing them to get query results from other peers. In essence, users can only contact the LBS server, but they cannot get the information required from other mobile peers, thereby reducing the risk of location disclosure. Protocols can achieve a higher fault tolerance since trust is evenly distributed among peers. The approach does not rely on a trusted third party but privacy protection is placed with the users themselves. It also combats the Bayesian inference attack that allows attackers to have prior information before launching the attacks. The major drawbacks are: the approach entails a higher communication and computational cost for resource-limited devices such as smartphones, the system is prone to network congestion and it does not guarantee message confidentiality.

Elghazal et al. [32] investigated the practicalities of LBS, and suggested a mobile application that had been developed to improve the efficiency of smartphones by reducing the power consumption of Wi-Fi components using GSM cells ID information. The set-up of the proposed application has shown a good saving in smartphone power consumption with the LBS concept. Garzon et al. [33] debate the technical and environmental factors that influence the reliability of proactive LBS. The authors introduced a proof-of-concept estimator which evaluated the likelihood that a location-dependent action gets triggered by a proactive LBS. The outcome of comparing the estimator against an exemplary proactive LBS in the real world has showed the validity of their concept. Sun et al. [34] introduced location labeling to differentiate locations of mobile users with respect to sensitive and ordinary locations. The authors designed a location-label based (LLB) algorithm for protecting location privacy of users while minimizing the response time for LBS requests. A performance evaluation was conducted to assess the accuracy of the proposed algorithm through extensive simulations. Chen et al. [35] proposed an efficient structure to shield user privacy. The designed structure utilizes redundant POI records to safeguard privacy against an LBS provider, but uses a semi-trusted third party, called proxy, to filter out redundant POI records. To protect privacy against the proxy, they designed a new filtering protocol, Blind filter, to allow the proxy to filter out redundant encrypted POI records in a blind way. Based on juxtaposition with similar solutions, their structure was found to be robust to dual identity attack, along with reduced computation overhead.

Memon et al. [36] proposed a scheme that can prevent exposure of users' private information and enable secure communication using asymmetric cryptography. The authors claimed that the designed scheme was made robust against eavesdropping attacks by providing mutual authentication using the asymmetric cryptography scheme. The authors' work requires a trusted third party and does not guarantee location privacy protection of the users. Similarly, Kumar and Sunitha [37] designed a public key cryptosystem for privacy sensitive location-based services. The authors expanded previous research to enable symmetric key exchange between connecting parties which can be used to securely share the location coordinates to compute the authentic remoteness of communicating parties. The authors claimed that their work preserved users location privacy, but they did not address a trusted third party scenario. Janmati and Bahrak [38] designed an oblivious transfer protocol based on Elgamal encryption for preserving location privacy. The authors suggested a better protocol for the protection of both client's location privacy and the server's database security, with negligible degradation in the system performance, but failed to address a trusted third party scenario. Also, Solanas and Martinez-Ballesté [39] proposed privacy protection in location-based services through a public-key privacy homomorphism. The authors proposed a novel cryptosystem scheme for privacy of users of LBS assurance using a public-key infrastructure. The authors' scheme, unlike existing approaches, does not need any trusted third party to hide users' location, but no attention was devoted to integrity and authenticity of server responses. Therefore, to solve the aforementioned gaps in literature, a combined concept of location privacy, message authentication and integrity of server results using cryptographic approaches is introduced in the present paper.

3. Methodology

The scheme employed in this paper involves the use of symmetric encryption algorithm (AES-256), RSA cryptosystem, and RSA Digital Signature Scheme as basic tools. With respect to previously mentioned basic tools, a scheme that preserves privacy while enhancing the integrity of the result is thus proposed to solve the fundamental problems of information confidentiality, integrity and authenticity of server responses. This scheme is thus named Location-Based Service for enhancing Privacy and Integrity (LBS_PI). The architecture of the proposed scheme is depicted in Figure 1.

3.1. Phases Involved in LBS_PI Architecture

The four phases involved in LBS-PI are:

- Client Registration Phase;
- Client Request Generation Phase;
- Server Response Generation Phase;
- Client Response Retrieval Phase.
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mation Retrieval, to ensure privacy guarantees for both server and user. The system comprises a set of users, a mobile service provider and a location server. From the user's viewpoint, the mobile service provider and the location server are seen as a single server. From the server's viewpoint, the location server owns a set of POI records where each record describes the POI giving both GPS coordinates \((x, y)\) and location description, while the service provider establishes the communication between the location server and the user and is not made to collude and reveal information about the user to the location server. The major edge this approach has over the previous work is that it provides stronger privacy guarantees for both clients and the server, and is more effective in terms of computation and communication overhead. There are also a number of disadvantages. Firstly, the addition of dummies to user's records can distort data, thereby impairing performance. Secondly, it is very complex to convert PIR protocols that are index-based to location-based queries that are content-based. Since the server is blinded and a user's location is in a cloaked region, the response to user queries may not be accurate (as there are no integrity checks). Shokri et al. [31] proposed a user-collaborative privacy-preserving model (MobiCrowd) for location services that does not rely on a centralized server, but instead trust is distributed among mobile peers that form a network to achieve privacy. So, its performance depends on the network characteristics (e.g., time-dependent mobility), not just on what an individual device does. MobiCrowd employs the technique of hiding users’ identity privacy guarantees from the server while still allowing them to get query results from other peers. In essence, users can only contact the LBS server, but they cannot get the information required from other mobile peers, thereby reducing the risk of location disclosure. Protocols can achieve a higher fault tolerance since trust is evenly distributed among peers. The approach does not rely on a trusted third party but privacy protection is placed with the users themselves. It also combats the Bayesian inference attack that allows attackers to have prior information before launching the attacks. The major drawbacks are: the approach entails a higher communication and computational cost for resource-limited devices such as smartphones, the system is prone to network congestion and it does not guarantee message confidentiality.

Elghazal et al. [32] investigated the practicalities of LBS, and suggested a mobile application that had been developed to improve the efficiency of smartphones by reducing the power consumption of Wi-Fi components using GSM cell ID information. The set-up of the proposed application has shown a good saving in smartphone power consumption with the LBS concept. Garzon et al. [33] debate the technical and environmental factors that influence the reliability of proactive LBS. The authors introduced a proof-of-concept estimator which evaluated the likelihood that a location-dependent action gets triggered by a proactive LBS. The outcome of comparing the estimator against an exemplary proactive LBS in the real world has showed the validity of their concept. Sun et al. [34] introduced location labeling to differentiate locations of mobile users with respect to sensitive and ordinary locations. The authors designed a location-label-based (LLB) algorithm for protecting location privacy of users while minimizing the response time for LBS requests. A performance evaluation was conducted to assess the accuracy of the proposed algorithm through extensive simulations. Chen et al. [35] proposed an efficient structure to shield user privacy. The designed structure utilizes redundant POI records to safeguard privacy against an LBS provider, but uses a semi-trusted third party, called proxy, to filter out redundant POI records. To protect privacy against the proxy, they designed a new filtering protocol, Blind filter, to allow the proxy to filter out redundant encrypted POI records in a blind way. Based on juxtaposition with similar solutions, their structure was found to be robust to dual identity attack, along with reduced computation overhead.

Memon et al. [36] proposed a scheme that can prevent exposure of users’ private information and enable secure communication using asymmetric cryptography. The authors claimed that the designed scheme was made robust against eavesdropping attacks by providing mutual authentication using the asymmetric cryptography scheme. The authors’ work requires a trusted third party and does not guarantee location privacy protection of the users. Similarly, Kumar and Sunitha [37] designed a public key cryptosystem for privacy sensitive location-based services. The authors expanded previous research to enable symmetric key exchange between connecting parties which can be used to securely share the location coordinates to compute the authentic remoteness of communicating parties. The authors claimed that their work preserved users location privacy, but they did not address a trusted third party scenario. Jannati and Baharik [38] designed an oblivious transfer protocol based on Elgamal encryption for preserving location privacy. The authors suggested a better protocol for the protection of both client's location privacy and the server's database security, with negligible degradation in the system performance, but failed to address a trusted third party scenario. Also, Solanas and Martinez-Ballesté [39] proposed privacy protection in location-based services through a public-key privacy homomorphism. The authors proposed a novel cryptosystem scheme for privacy of users of LBS assurance using a public-key infrastructure. The authors’ scheme, unlike existing approaches, does not need any trusted third party to hide users’ location, but no attention was devoted to integrity and authenticity of server responses. Therefore, to solve the aforementioned gaps in literature, a combined concept of location privacy, message authentication and integrity of server results using cryptographic approaches is introduced in the present paper.

3. Methodology

The scheme employed in this paper involves the use of symmetric encryption algorithm (AES-256), RSA cryptosystem, and RSA Digital Signature Scheme as basic tools. With respect to previously mentioned basic tools, a scheme that preserves privacy while enhancing the integrity of the result is thus proposed to solve the fundamental problems of information confidentiality, integrity and authenticity of server responses. This scheme is thus named Location-Based Service for enhancing Privacy and Integrity (LBS_PI). The architecture of the proposed scheme is depicted in Figure 1.

3.1. Phases Involved in LBS_PI Architecture

The four phases involved in LBS_PI are:

- Client Registration Phase;
- Client Request Generation Phase;
- Server Response Generation Phase;
- Client Response Retrieval Phase.
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3.1.1. Client Registration Phase

Before the communication commences, the client registers with the server if he/she is a new user \( u_i \) by supplying the username \( u_i \) on a secure website (https). This phase involves a key generation module. The server generates a public/private key pair for each client.

**Key Generation Module (KGen).** For a new user \( u_i \), the server \( S \) computes the public key \((e_{ui}, n_{ui})\) and the private key pair \((d_{ui}, n_{ui})\). The server keeps the public key \((e_{ui}, n_{ui})\) in its database so that when another user \( u_i \) signs up, there will be no duplicate public keys which could lead to redundancy. The private key \((d_{ui}, n_{ui})\) of each new user \( u_i \) generated by the server is discarded following the registration because the public key pair \((e_{ui}, n_{ui})\) is known to everyone, but \((d_{ui}, n_{ui})\) is known only to the owner of the key. By default, the server generates its own public/private key pair \((e_s, n_s)\) and \((d_s, n_s)\) respectively. The server keeps its private key \((d_s, n_s)\) secret, while the public key \((e_s, n_s)\) is made known to everyone.

**Client -- Server:**

**Step 1:** Server chooses two large prime numbers \( P_{ui}, Q_{ui} \).
**Step 2:** Server computes the product of \( P_{ui}, Q_{ui} \) as: \( n_{ui} = P_{ui} \cdot Q_{ui} \).
**Step 3:** Server computes \( \phi(n_{ui}) = (P_{ui} - 1) \cdot (Q_{ui} - 1) \).
**Step 4:** Server chooses public key \( e \) such that \( gcd(e, \phi(n_{ui})) = 1 \) and \( 1 < e < \phi(n_{ui}) - 1 \).
**Step 5:** Server computes private key \( d \) as: \( d_{ui} = e^{-1} \mod \phi(n_{ui}) \).
**Step 6:** Server sends public/private key pair \((e_{ui}, n_{ui}), (d_{ui}, n_{ui})\) to \( u_i \).

3.1.2. Client Request Generation Phase

The querying client generates the query request in relation to the client's location coordinates and, using the encryption module, encrypts the location-based query request to the server in the form \((C_{lat}, C_{malt}, C_{ui})\).

**Encryption module.** After the user \( u_i \) has been registered and the keys \((e_{ui}, n_{ui}), (d_{ui}, n_{ui})\) have been generated, he/she can query the LBS server for POIs by sending a message \( m_{ui} \) such that his/her location is not revealed to unauthorized entities. The query content is kept confidential and he/she can verify the authenticity and integrity of server results. To send the message and location coordinates \((m_{ui}, L_{ui})\), \( u_i \) does the following:

1. The user \( u_i \) chooses an integer as the session key \( k_{ui} \) to perform message and location coordinate transfer.
2. \( u_i \) runs the Client Symmetric Encryption (CSE) algorithm. The algorithm allows \( u_i \) to supply the message \( m_{ui} \), location coordinates \( L_{ui} \), and session key \( k_{ui} \) that will be used to perform the encryption process.
3. \( u_i \) inputs \( m_{ui} \) and the location coordinates \( L_{ui} \) which comprise the latitude as \( x_{ui} \) and the longitude as \( y_{ui} \) as: \( L_{ui} = (x_{ui}, y_{ui}) \). The longitude and latitude indicate the actual position of the user at the point of querying the location-based server for POIs. Therefore, \( m_{ui} \) and \( L_{ui} \) are encrypted with \( k_{ui} \) as \( C_{ui} \). The cipher text \( C_{ui} \) is the ciphertext of the message and location coordinates, respectively, using the AES-256 algorithm.

3.1.3. Server Response Generation Phase

In this phase, the server \( S \) decrypts the encrypted request, searches its database for the POIs that matches the request, encrypts the response and digitally signs it with its private key on the leftmost bit of its symmetric key. The server \( S \) sends \((C_{lat}, C_{malt}, D\text{Sig})\) to the client.

The server receives the encrypted message from \( u_i \) in the form \((C_{lat}, C_{malt}, C_{ui})\). The server runs the Server Asymmetric Decryption (SAD) algorithm which accepts \((C_{lat}, C_{malt}, C_{ui})\) and its private keys \((d_s, n_s)\) as the input to retrieve the Session key \( k_{ui} \). The server computes the following:

**Decryption module:**

1. Server decrypts \( C_{ui} \) with \((d_{ui}, n_{ui})\) to give \( k_{ui} \) as:
   \[ D_{k_{ui}}(C_{ui}) \rightarrow C_{ui}^{d_{ui}} \mod n_{ui} = k_{ui} \]

   After the session key has been retrieved in plaintext \( k_{ui} \), it is used to compute the ciphertext location coordinates and message to plaintext \( L_{ui} \) and \( m_{ui} \).
2. Server runs Server Symmetric Decryption (SSD) algorithm on \( C_{ui} \) using AES-256 with the session key \( k_{ui} \) as:
   \[ D_{k_{ui}}(C_{ui}) = L_{ui} \]
3. Server runs Server Symmetric Decryption (SSD) algorithm on \( C_{malt} \) using AES-256 with the session key \( k_{ui} \) as:
   \[ D_{k_{ui}}(C_{malt}) = m_{ui} \]

   \( S \) searches its plaintext database for a matching response (in terms of POIs) to \( m_{ui} \). The response \( r_s \) must be related to the location coordinates \( L_{ui} \) indicating the position of \( u_i \).

**Encryption module.** Before \( S \) sends the response \( r_s \) to \( u_i \), it does the following:

1. Server \( S \) chooses an integer as the session key \( k \) to perform the response transfer to the user.
2. Server \( S \) runs Server Symmetric Encryption (SSE) algorithm. The algorithm allows \( S \) supply the response \( r_s \), and session key \( k \) that will be used to perform the encryption process.
3. Server \( S \) encrypts \( r_s \) with \( k \) as \( C_{rs} \), ciphertext of the server's response) using the AES-256 algorithm.
4. Server \( S \) then encrypts its session key \( k \) with its public key \((e_s, n_s)\) by running the RSA Symmetric Encryption (SAE) algorithm. The RSA algorithm is used to encrypt session key \( k \).

The steps are outlined as follows.

**Step 1:** Server selects an integer as session key \( k \).
**Step 2:** Server encrypts \( r_s \) to \( C_{rs} \), with \( k \), using AES-256, as:
   \[ E_{k}(r_s) = C_{rs} \]

**Step 3:** Server encrypts \( k \) with \((e_s, n_s)\), using RSA, to produce \( C_{ks} \), as:
   \[ E_{e_s(k)} \rightarrow C_{ks}^{e_s} \mod n_s = C_{ks} \]

Digital signature module. The RSA Digital Signature Scheme (RSA-DSS) is employed by the server \( S \) to sign the response \( r_s \), before sending it to \( u_i \). The aim of employing the digital signature scheme, as mentioned earlier, is to guarantee that the sender of the response \( r_s \) is genuine, \( r_s \) is correct and the message has not been altered in transit. The steps are outlined as follows.

**Step 1:** Server selects the leftmost bit of \( C_{ks} \), where \( C_{ks} = \{1\ldots9\} \).
**Step 2:** Server encrypts the leftmost bit of \( C_{ks} \) with its private key \((d_s, n_s)\) using RSA-DSS as:
   \[ E_{ds}(C_{ks}) \rightarrow C_{ks} \mod n_s = D_s \]

   The server \( S \) signs to the \( u_i \) the signed ciphertext of response and session key in the form \((C_{rs}, C_{ks}, D_s)\).

The server \( S \) signs the leftmost bit of \( C_{ks} \) instead of the whole message in a bid to increase the speed of computation and conserve memory space.
3.1.1. Client Registration Phase

Before the communication commences, the client registers with the server if he/she is a new user \( u_i \) by supplying the username \( u_i \) on a secure website (https). This phase involves a key generation module. The server generates a public/private key pair for each client.

Key Generation Module (KGen). For a new user \( u_i \), the server computes the public key \( (e_{ui}, n_{ui}) \) and the private key \( (d_{ui}, n_{ui}) \). The server keeps the public key \( (e_{ui}, n_{ui}) \) in its database so that when another user \( n_{ui} \) signs up, there will be no duplicate public keys which could lead to redundancy. The private key \( (d_{ui}, n_{ui}) \) of each new user \( u_i \) generated by the server is discarded following the registration because the public key \( (e_{ui}, n_{ui}) \) is known to everyone, but \( (d_{ui}, n_{ui}) \) is known only to the owner of the key. By default, the server generates its own public/private key pair \( (e_{ui}, n_{ui}) \) and \( (d_{ui}, n_{ui}) \) respectively. The server keeps its private key \( (d_{ui}, n_{ui}) \) secret, while the public key \( (e_{ui}, n_{ui}) \) is made known to everyone.

Client → Server:

Step 1: Server chooses two large prime numbers \( p_{ui} \) and \( q_{ui} \).

Step 2: Server computes the product of \( p_{ui} \) and \( q_{ui} \) as: \( n_{ui} = p_{ui} \cdot q_{ui} \).

Step 3: Server computes \( \phi(n_{ui}) = (P_{ui} - 1) \cdot (Q_{ui} - 1) \).

Step 4: Server chooses public key \( e \) such that \( \text{gcd}(e, \phi(n_{ui})) = 1 \) and \( 3 \leq e \leq \phi(n_{ui}) - 1 \).

Step 5: Server computes private key \( d \) as: \( d_{ui} = e_{ui}^{-1}\mod \phi(n_{ui}) \).

Step 6: Server sends public/private key pair \( (e_{ui}, n_{ui}), (d_{ui}, n_{ui}) \) to \( u_i \).

3.1.2. Client Request Generation Phase

The querying client generates the query request in relation to the client’s location coordinates and, using the encryption module, encrypts the location-based query request to the server in the form \( (C_{ui}, C_{si}) \).

Encryption module. After the user \( u_i \) has been registered and the keys \( (e_{ui}, n_{ui}), (d_{ui}, n_{ui}) \) have been generated, he/she can query the LBS server for POIs by sending a message \( m_{ui} \) such that his/her location is not revealed to unauthorized entities. The query content is kept confidential and he/she can verify the authenticity and integrity of server results. To send the message and location coordinates \( (m_{ui}, L_{ui}) \), \( u_i \) does the following:

(i) The user \( u_i \) chooses an integer as the session key \( k_{ui} \) to perform message and location coordinate transfer.

(ii) \( u_i \) runs the Client Symmetric Encryption (CSE) algorithm. The algorithm allows \( u_i \) to supply the message \( m_{ui} \), location coordinates \( L_{ui} \), and session key \( k_{ui} \) that will be used to perform the encryption process.

(iii) \( u_i \) inputs \( m_{ui} \) and the location coordinates \( L_{ui} \) which comprise the longitude \( x_{ui} \) and the latitude \( y_{ui} \) as \( L_{ui} = (x_{ui}, y_{ui}) \). The longitude and latitude indicate the actual position of the user at the point of querying the location-based server for POIs. Therefore, \( m_{ui} \), \( L_{ui} \), and the session key \( k_{ui} \) are encrypted with \( k_{ui} \) as: \( C_{ui} = k_{ui}\cdot m_{ui} = C_{mui} = C_{sui} \), where \( C_{sui} \) is known respectively.

The steps are outlined as follows.

Step 1: \( u_i \) selects an integer as session key \( k_{ui} \).

Step 2: \( u_i \) encrypts location coordinates \( L_{ui} = (x_{ui}, y_{ui}) \) with \( k_{ui} \) using AES-256 as:

\[
E_{kui}(L) = C_{mui} = C_{sui}
\]

Step 3: \( u_i \) encrypts the plaintext message \( m_{ui} \) with \( k_{ui} \) using AES-256 as:

\[
E_{kui}(m_{ui}) = C_{mui} = C_{sui}
\]

The user \( u_i \) sends encrypted location coordinates, message and session key as \( (C_{ui}, C_{si}) \) to the server.

3.1.3. Server Response Generation Phase

In this phase, the server \( S \) decrypts the encrypted request, searches its database for the POI that matches the request, encrypts the response and digitally signs it with its private key on the leftmost bit of its symmetric key. The server \( S \) sends \( (C_{si}, C_{si}, DSig) \) to the client.

The server receives the encrypted message from \( u_i \) in the form \( (C_{ui}, C_{su}, C_{si}) \). The server runs the Server Asymmetric Decryption (SAD) algorithm which accepts \( (C_{ui}, C_{su}, C_{si}) \) and its private keys \( (d_{ui}, n_{ui}) \) as the input to retrieve the Session key \( k_{ui} \). The server computes the following:

Decryption module:

Step 1: Server \( S \) decrypts \( C_{ui} \) with \( (d_{ui}, n_{ui}) \) to give \( k_{ui} \) as:

\[
D_{sui}(C_{ui}) = k_{ui}\mod n_{ui}
\]

After the session key has been retrieved in plaintext \( k_{ui} \), it is used to compute the ciphertext location coordinates and message to plaintext \( L_{ui}, m_{ui} \).

Step 2: Server \( S \) runs Server Symmetric Decryption (SSD) algorithm on \( C_{ui} \) using AES-256 with the session key \( k_{ui} \) as:

\[
D_{sui}(C_{ui}) = L_{ui}
\]

Step 3: Server \( S \) runs Server Symmetric Decryption (SSD) algorithm on \( C_{su} \) using AES-256 with the session key \( k_{ui} \) as:

\[
D_{sui}(C_{su}) = m_{ui}
\]

The server searches its plaintext database for a matching response (in terms of POIs) to \( m_{ui} \). The response \( r_{ui} \) must be related to the location coordinates \( L_{ui} \) indicating the position of \( u_i \).

Encryption module. Before \( S \) sends the response \( r_{ui} \) to \( u_i \), it does the following:

(i) \( S \) chooses an integer as the session key \( k_{ui} \) to perform the response transfer to the user.

(ii) \( S \) runs Server Symmetric Encryption (SSE) algorithm. The algorithm allows \( S \) to supply the response \( r_{ui} \) and session key \( k_{ui} \) that will be used to perform the encryption process.

(iii) \( S \) encrypts \( r_{ui} \) with \( k_{ui} \) as \( C_{sr} \), ciphertext of the server’s response using the AES-256 algorithm.

(iv) \( S \) then encrypts its session key \( k_{ui} \) with \( u_i \) public key \( (e_{ui}, n_{ui}) \) by running the Server Asymmetric Encryption (SAE) algorithm. The RSA algorithm is used to encrypt session key \( k_{ui} \).

The steps are outlined as follows.

Step 1: \( S \) selects an integer as session key \( k_{ui} \).

Step 2: \( S \) encrypts \( r_{ui} \) to \( C_{sr} \) with \( k_{ui} \), using AES-256, as:

\[
E_{kui}(r_{ui}) = C_{sr}
\]

Digital signature module. The RSA Digital Signature Scheme (RSA-DSS) is employed by the server \( S \) to sign the response \( r_{ui} \), before sending it to \( u_i \). The aim of employing the digital signature scheme, as mentioned earlier, is to guarantee that the sender of the response \( r_{ui} \) is genuine, \( r_{ui} \) is correct and the message has not been altered in transit. The steps are outlined as follows.

Step 1: \( S \) selects the leftmost bit of \( C_{sr} \), where \( C_{sr} = 2^{1...9} \).

Step 2: \( S \) signs the leftmost bit of \( C_{sr} \) with its private key \( (d_{ui}, n_{ui}) \) using RSA-DSS as:

\[
E_{kui}(C_{sr}) = C_{sr}\mod n_{ui} = DSig
\]

The server \( S \) sends to the \( u_i \) the signed ciphertext of response and session key in the form \( (C_{sr}, C_{di}, DSig) \).

The server \( S \) signs the leftmost bit of \( C_{sr} \) instead of the whole message in a bid to increase the speed of computation and conserve memory space.
3.1.4. Client Response Retrieval Phase

The client verifies if the message is from a genuine server by using the server's public key to verify the encrypted symmetric key. After verification, it decrypts the message.

**Verification module.** \( u_i \) verifies DSig with \((e_s, n_s)\) as:

\[
D_{e_s}(\text{DSig}) \rightarrow \text{DSig}^{e_s} \mod n_s = C_{ks}.
\]

\[
C_{ks} = \begin{cases} 
C_s \mod n_s \rightarrow \text{valid result} \\
C_s' \mod n_s \rightarrow \text{invalid result}
\end{cases} \quad (4)
\]

**Decryption module.** After verification is done, the message is decrypted with the client's private key.

**Step 1:** \( u_i \) decrypts \( C_{ks} \) with \((d_{ui}, n_{ui})\) to give \( k_s \) as:

\[
D_{d_{ui}}(C_{ks}) \rightarrow C_{ks}^{d_{ui}} \mod n_{ui} = k_s
\]

**Step 2:** \( u_i \) uses \( k_s \) to decrypt \( C_{rs} \) to get \( r_s \) as:

\[
D_{k_s}(C_{rs}) = r_s.
\]

4. Implementation, Results and Evaluation

4.1. Implementation

The proposed scheme was implemented on the client side using the Java programming language (JDK 1.7) on a 32-bit Windows 7 operating system. XML was used to connect the Android application to the server. The MYSQL database provides storage for the user's credentials and POIs. The Android Development Kit was used to develop the respective Android mobile application. The mobile phone that ran the client during testing is the Techno N7 smartphone with the Android OS version 4.0.4, kernel version 3.0.13 and the baseband version MAUI.11AMD.W12.22.SP.VL.P7.

On the server side, PHP was used to interface the Android application via XML, while Java was used to develop the RSA encryption algorithm. The server configuration is an Intel(R) core i5, 8 GB RAM, CentOS, HP server.

The proposed scheme consists of four fundamental phases: Client registration phase, Client request generation phase, Server response generation phase and Client response retrieval phase.

4.1.1. Client Registration Phase

The main menu of the proposed scheme has three interfaces, namely: interface to Find Place, Register New User and Suggest Places. The new user registers herself/himself after clicking the “register new user” button on the HOME page, which links to the interface Register Friends. This interface requires users to input their Username and Password while the server generates the public/private key pair for each individual user that is being registered.

During the registration at the server side, the server awaits incoming requests, registers the new client details, generates the public and private keys, and then sends the details to the user. Each interface performs functions on the menu list as shown in Figure 2.

4.1.2. Client Request Generation Phase

After the new user has been duly registered, the user can issue requests for POIs to the LBS server. The first thing the user does is to login with his/her credentials in order to query the location-based service. If a user enters incorrect credentials, a prompt message that denies access to that user is displayed.

After access has been granted to the user, an interface will be displayed showing the category of places where user issued requests for POIs services to the LBMS server.

As the user chooses a particular POI, the GPS enabled on the mobile device acquires location coordinates (in terms of longitude and latitude) with reference to the user's position. The POIs span 5 km radius around the user's position. The interface is shown in Figure 3.
3.1.4. Client Response Retrieval Phase

The client verifies if the message is from a genuine server by using the server's public key to verify the encrypted symmetric key. After verification, it decrypts the message.

**Verification module.** $u_i$ verifies $DSig$ with $(e_s, n_s)$ as:

$$D_{e_s}(DSig) \rightarrow DSig^{e_s} \mod n_s = C_{ks}$$

$$C_{ks} = \begin{cases} C_s \mod n_s & \text{valid result} \\ C_{ks} \mod n_s & \text{invalid result} \end{cases} \quad (4)$$

**Decryption module.** After verification is done, the message is decrypted with the client's private key.

**Step 1:** $u_i$ decrypts $C_{ks}$ with $(d_{ui}, n_{ui})$ to give $k_s$ as:

$$D_{d_{ui}}(C_{ks}) \rightarrow C_{ks}^{d_{ui}} \mod n_{ui} = k_s$$

**Step 2:** $u_i$ uses $k_s$ to decrypt $C_{rs}$ to get $r_s$ as:

$$D_{k_s}(C_{rs}) = r_s$$

4. Implementation, Results and Evaluation

4.1. Implementation

The proposed scheme was implemented on the client side using the Java programming language (JDK 1.7) on a 32-bit Windows 7 operating system. XML was used to connect the Android application to the server. The MYSQL database provides storage for the user's credentials and POIs. The Android Development Kit was used to develop the respective Android mobile application. The mobile phone that ran the client during testing is the Techno N7 smartphone with the Android OS version 4.0.4, kernel version 3.0.13 and the baseband version MAUI.11AMD.W12.22.SP.V1.P7.

On the server side, PHP was used to interface the Android application via XML, while Java was used to develop the RSA encryption algorithm. The server configuration is an Intel(R) core i5, 8 GB RAM, CentOS, HP server.

The proposed scheme consists of four fundamental phases: Client registration phase, Client request generation phase, Server response generation phase and Client response retrieval phase.

4.1.1. Client Registration Phase

The main menu of the proposed scheme has three interfaces, namely: interface to Find Place, Register New User and Suggest Places. The new user registers herself/himself after clicking the "register new user" button on the HOME page, which links to the interface Register Friends. This interface requires users to input their Username and Password while the server generates the public/private key pair for each individual user that is being registered.

During the registration at the server side, the server awaits incoming requests, registers the new client details, generates the public and private keys, and then sends the details to the user. Each interface performs functions on the menu list as shown in Figure 2.

4.1.2. Client Request Generation Phase

After the new user has been duly registered, the user can issue requests for POIs to the LBS server. The first thing the user does is to login with his/her credentials in order to query the location-based service. If a user enters incorrect credentials, a prompt message that denies access to that user is displayed.

After access has been granted to the user, an interface will be displayed showing the category of places where user issued requests for POIs services to the LBMS server.

As the user chooses a particular POI, the GPS enabled on the mobile device acquires location coordinates (in terms of longitude and latitude) with reference to the user's position. The POIs span 5 km radius around the user's position. The interface is shown in Figure 3.
4.1.3. Server Response Generation Phase

The server generates a response to the user's request in relation to the proximity of the user's position by providing the "Suggested Places" interface (in terms of longitude and latitude).

During response generation at the server side, the server awaits the incoming request, decrypts the client's request, queries the POI according to the proximity, encrypts and signs the response, and finally sends the response to the user.

By clicking on one of the Suggested Places (i.e. POI) buttons, direction is provided on how to locate the Suggested Place.

4.1.4. Client Response Retrieval Phase

If a malicious server sends an incorrect result to the user, the user verifies the authenticity of the result and the origin by using the public key of the server. If not, a dialog box pops up indicating that the sender is not genuine.

4.2. Results and Evaluation

In order to evaluate the performance of LBS PI, this section provides detailed results of analyses and experiments with existing related researches.

4.2.1. Security Analysis

Security robustness of the scheme relates to the issues of message confidentiality, location and identity privacy, as well as message and origin integrity. Security analysis is evaluated, and computational and communication overhead of the scheme is discussed.

LBS PI has two aspects of security: message confidentiality and message integrity.

Message confidentiality. Message confidentiality implies the computational infeasibility of an adversary to gain access to any useful information on the content of RSA from which the session key can be recovered. An adversary cannot successfully obtain the session key if the transaction is intercepted because he/she has to derive the private key d through which the session keys \((k_u, k_s)\) can be recovered. The adversary must be able to solve the integer-factorization problem in order to gain access to information and this is achieved by factorizing \(n\) into prime numbers \(p\) and \(q\), provided they are not too large. The secret knowledge of \(d\) increases the computational hardness of this attack.

User → Server. Assuming that a user \(u_i \in U(U\) denotes a set of many users) requests for a POI from the server \(S\), \(u_i\) has a public/private key pair \(e_{ui}, d_{ui}\), respectively. By default \(S\) generates its public/private key pair as \(e_s, d_s\); both asymmetric keys are used for session key transfer. \(u_i\) computes the following.

Step 1: \(u_i\) selects a session key \(k_{ui}\) to encrypt the request \(p\) (we assume \(p\) to comprise of location coordinates \((x_u, y_u)\) and the message \(m_{ui}\) as:

\[
E_{ui}(p) = C_p
\]

Step 2: \(u_i\) encrypts \(k_{ui}\) by computing

\[
E_{ui}(k_{ui}) → k_{ui}^{en} mod n_u = C_{k_{ui}}
\]

Note: \(S\) decrypts \(C_{k_{ui}}\) if \(d_{ui} = e_{ui}^{-1} mod \phi(n_u)\):

\[
D_{ui}(C_{k_{ui}}) → C_{k_{ui}}^{d_{ui}} mod n_u = k_{ui}
\]

4.2.2. Performance Comparison

Performance of the developed LBS PI was measured based on known and benchmarked metrics via response time and throughput. Response time is the measurement of the computation time (in seconds) needed for user and server execution: encrypt, decrypt, sign and verify requests and responses as required, while throughput is the number of responses the server can process per unit time.

Experimental results show the practical performance of the LBS PI when benchmarked with Oblivious Transfer and Private Information Retrieval of Paulet al. [24] and Privacy Statistics of Popa et al. [27], based on response time and throughput, respectively.

\[
\begin{array}{|c|c|}
\hline
\text{Method} & \text{Response time} \\
\hline
\text{LBS PI} & 5.801 \text{ sec} \\
\text{Paulet et al. (2014)} & 23.967 \text{ sec} \\
\hline
\end{array}
\]

In Table 1, at request generation, the average response time when the user issues a request for POIs and when his/her location coordinates appear on the mobile device (client-side) was 5.801 sec as compared to 23.967 sec of Paulet al. [24]. Similarly, in Table 2, at response generation, the average response time when the server...
4.1.3. Server Response Generation Phase

The server generates a response to the user’s request in relation to the proximity of the user's position by providing the “Suggested Places” interface (in terms of longitude and latitude).

During response generation at the server side, the server awaits the incoming request, decrypts the client's request, queries the POI according to the proximity, encrypts and signs the response, and finally sends the response to the user.

By clicking on one of the Suggested Places (i.e., POI) buttons, direction is provided on how to locate the Suggested Place.

4.1.4. Client Response Retrieval Phase

If a malicious server sends an incorrect result to the user, the user verifies the authenticity of the result and the origin by using the public key of the server. If not, a dialog box pops up indicating that the sender is not genuine.

4.2. Results and Evaluation

In order to evaluate the performance of LBS, this section provides detailed results of analyses and experiments with existing related researches.

4.2.1. Security Analysis

Security robustness of the scheme relates to the issues of message confidentiality, location and identity privacy, as well as message and origin integrity. Security analysis is evaluated, and computational and communication overhead of the scheme is discussed.

LBS PI has two aspects of security: message confidentiality and message integrity.

Message confidentiality. Message confidentiality implies the computational infeasibility of an adversary to gain access to any useful information on the content of RSA from which the session key can be recovered. An adversary cannot successfully obtain the session key if the transaction is intercepted because he/she has to derive the private key d through which the session keys (kui, k) can be recovered. The adversary must be able to solve the integer-factorization problem in order to gain access to information and this is achieved by factoring n into prime numbers (p and q), provided they are not too large. The secret knowledge of d increases the computational hardness of this attack.

User → Server. Assuming that a user ui ∈ U (U denotes a set of many users) requests for a POI from the server S, ui has a public/private key pair eui, dui respectively. By default S generates its public/private key pair as e, d; both symmetric keys are used for session key transfer. ui computes the following:

Step 1: ui selects a session key kui to encrypt the request p (we assume p to comprise of location coordinates (xui, yui) and the message mui as:

\[ E_{kui}(p) = C_{p} \] (1)

Step 2: ui encrypts kui by computing

\[ E_{kui}(kui) = C_{kui} \] (2)

Note: S decrypts Ckui iff dui = eui^{-1} mod phi(nu)

Substituting equation (2) into (3)

\[ (kui)_{eui}^{dui} \mod n = kui \] (3)

Since (eui * dui) mod phi(nu) = 1

Therefore kui \mod n = kui.

Message integrity. Message integrity means that the message has not been modified in transit, that the sender of the message is genuine (data origin authentication) and, if the origin of the message is genuine, that the message sent from the origin is correct. Integrity could be achieved using the digital signature of the RSA scheme.

After the server S encrypts the result r, S signs the left-most bit of Cui.

Note: Let DS = Digital Signature

S computes DS as:

\[ E_{kui}(Cui) \rightarrow C_{kui}^{dui} \mod n_{ui} = DS \] (1)

Upon receiving the result from S, ui computes the following:

\[ D_{dui}(Cui) \rightarrow C_{kui}^{dui} \mod n_{ui} \] (2)

Substituting equation (1) into (2)

\[ (C_{kui}^{dui}) \mod n_{ui} \]

Since (eui * dui) mod phi(nu) = 1

Therefore C_{kui} \mod n_{ui} = C_{kui}.

Assume a malicious server Sm (with private/public key pair eui, dui) sends a compromised result to ui. As long as the session key kui cannot be recovered by Sm, it is implied that kui cannot be known, which further determines that the result cannot be altered while in transit, and the user verifies the genuineness of server’s result.

S signs with d:

\[ E_{kui}(Cui) \rightarrow C_{kui}^{dui} \mod n_{ui} \] (3)

u verifies that the result is not genuine:

\[ D_{dui}(DS) \rightarrow DS^{nu} \mod n_{ui} \neq C_{kui} \] (4)

4.2.2. Performance Comparison

Performance of the developed LBS PI was measured based on known and benchmarked metrics via response time and throughput. Response time is the measurement of the computation time (in seconds) needed for user and server to encrypt, decrypt, sign and verify requests and responses as required, while throughput is the number of responses the server can process per unit time.

Experimental results show the practical performance of the LBS PI when benchmarked with Oblivious Transfer and Private Information Retrieval of Paulet al. [24] and Privacy Statistics of Popa et al. [27], based on response time and throughput, respectively.

<table>
<thead>
<tr>
<th>Method</th>
<th>Response time</th>
</tr>
</thead>
<tbody>
<tr>
<td>LBS PI</td>
<td>5.801 sec</td>
</tr>
<tr>
<td>Paulet et al. (2014)</td>
<td>23.907 sec</td>
</tr>
</tbody>
</table>

In Table 1, at request generation, the average response time when the user issues a request for POIs and when his/her location coordinates appear on the mobile device (client-side) was 5.801 sec as compared to 23.907 sec of Paulet et al. [24]. Similarly, in Table 2, at response generation, the average response time when the server
receives requests from the user, searches for corresponding response and sends response to the user, was 4.571 sec as compared to 1.75 sec of Paulet et al. [24].

At response retrieval, Table 3 shows the average response time when the user verifies and decrypts, which was 0.491 sec compared to 0.112 sec obtained by Paulet et al. [24], whose work entailed only decryption and not verification.

As shown in Table 4, the average time taken by the server to generate the response in LBS_PI for one request is 1.6 sec, while for two requests the time spent is doubled compared to the previous request. As the request increases to three, the change in processing time slightly increases. When benchmarked with Popa et al. [27], the processing time is slightly faster in LBS_PI, although the change in time is very close.

On the storage aspect, users only store their user id (i.e., username) and private key as their main credentials. Therefore, much storage space is not consumed by the proposed scheme on the user/client side.

5. Conclusion and Future Work
Providing confidentiality and integrity for communication that occurs between users and location service providers is a crucial issue. In this paper, a practical encryption scheme that secures message, location and key transfer is discussed. The scheme is secure, practical, simple and easy to realize. The scheme achieves efficiency in both computational and communication dimensions while enhancing integrity, confidentiality, non-repudiation and also achieving a good compromise between quality of service and response time on the clients’ mobile devices.

The Location-Based Service for enhancing Privacy and Integrity (LBS_PI) was designed to address the problem of privacy and integrity. LBS_PI was tested on 8 POIs spanning a 5 km radius around users’ positions. A detailed security analysis demonstrating the resistance of LBS_PI to a range of susceptible attacks was provided.

The performance of LBS_PI, when compared with related work, showed that LBS_PI could actually guarantee privacy and integrity with faster average response time and higher throughput in Location-Based Mobile Services. This paper addresses two crucial issues in privacy preservation of LBMS: message confidentiality and integrity of server’s response. The scheme increases complexity for the common user, was 4.571 sec as compared to 1.75 sec of Paulet et al. [24], whose work entailed only decryption and not verification.

Table 2. Response generation.

<table>
<thead>
<tr>
<th>Method</th>
<th>Response time</th>
</tr>
</thead>
<tbody>
<tr>
<td>LBS_PI</td>
<td>4.571 sec</td>
</tr>
<tr>
<td>Paulet et al. (2014)</td>
<td>1.75 sec</td>
</tr>
</tbody>
</table>

Table 3. Response retrieval.

<table>
<thead>
<tr>
<th>Method</th>
<th>Response time</th>
</tr>
</thead>
<tbody>
<tr>
<td>LBS_PI</td>
<td>0.491 sec</td>
</tr>
<tr>
<td>Paulet et al. (2014)</td>
<td>0.112 sec</td>
</tr>
</tbody>
</table>

Table 4. Throughput comparison.

<table>
<thead>
<tr>
<th>Method</th>
<th>Throughput</th>
</tr>
</thead>
<tbody>
<tr>
<td>One</td>
<td>Two</td>
</tr>
<tr>
<td>LBS_PI</td>
<td>1.6 sec</td>
</tr>
<tr>
<td>Popa et al. (2011)</td>
<td>1.55 sec</td>
</tr>
</tbody>
</table>

As shown in Table 4, the average time taken by the server to generate the response in LBS_PI for one request is 1.6 sec, while for two requests the time spent is doubled compared to the previous request. As the request increases to three, the change in processing time slightly increases. When benchmarked with Popa et al. [27], the processing time is slightly faster in LBS_PI, although the change in time is very close.

On the storage aspect, users only store their user id (i.e., username) and private key as their main credentials. Therefore, much storage space is not consumed by the proposed scheme on the user/client side.
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Table 3. Response retrieval.

<table>
<thead>
<tr>
<th>Method</th>
<th>Response time</th>
</tr>
</thead>
<tbody>
<tr>
<td>LBS_PI</td>
<td>0.491 sec</td>
</tr>
<tr>
<td>Paulet et al. (2014)</td>
<td>0.112 sec</td>
</tr>
</tbody>
</table>

As shown in Table 4, the average time taken by the server to generate the response in LBS_PI for one request is 1.6 sec, while for two requests the time spent is doubled compared to the previous request. As the request increases to three, the change in processing time slightly increases. When benchmarked with Popa et al. [27], the processing time is slightly faster in LBS_PI, although the change in time is very close.

Table 4. Throughput comparison.

<table>
<thead>
<tr>
<th>Method</th>
<th>Throughput</th>
<th>One</th>
<th>Two</th>
<th>Three</th>
</tr>
</thead>
<tbody>
<tr>
<td>LBS_PI</td>
<td></td>
<td>1.6 sec</td>
<td>3.2 sec</td>
<td>6.4 sec</td>
</tr>
<tr>
<td>Popa et al. (2011)</td>
<td></td>
<td>1.55 sec</td>
<td>3.19 sec</td>
<td>6.3 sec</td>
</tr>
</tbody>
</table>

5. Conclusion and Future Work

Providing confidentiality and integrity for communication that occurs between users and location service providers is a crucial issue. In this paper, a practical encryption scheme that secures message, location and key transfer is discussed. The scheme is secure, practical, simple and easy to realize. The scheme achieves efficiency in both computational and communication dimensions while enhancing integrity, confidentiality, non-repudiation and also achieving a good compromise between quality of service and response time on the clients’ mobile devices.

The Location-Based Service for enhancing Privacy and Integrity (LBS_PI) was designed to address the problem of privacy and integrity. LBS_PI was tested on 8 POIs spanning a 5 km radius around users’ positions. A detailed security analysis demonstrating the resistance of LBS_PI to a range of susceptible attacks was provided.

The performance of LBS_PI, when compared with related work, showed that LBS_PI could actually guarantee privacy and integrity with faster average response time and higher throughput in Location-Based Mobile Services. This paper addresses two crucial issues in privacy preservation of LBSMS: message confidentiality and integrity of server’s response. The scheme increases complexity for the common modulus attack, the integer factorization attack as well as the brute force attack. Future work will entail a scheme that can handle multiple users simultaneously, along with congestion caused by starting the scheduling mechanism.
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